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ABSTRACT

People are watching YouTube videos daily which can be educational, documentary
or of any genre with longer length to which maybe most of the people don’t have
time to watch completely. Enormous number of video recordings are being created
and shared on the Internet throughout the day. It has become really difficult to
ay have a longer duration than expected

spend time watching such videos which m
futile if we couldn't find relevant

and sometimes our efforts may become

information out of it

Think about how much time can be saved if someone narrated the whole summary

of the video to us in shorter length of paragraphs . Summarizing transcripts of such

automatically allows us to quickly lookout for the important patterns in the

videos
e whole content of the

video and helps us to save time and effort to go through th

video.

In this project, we will be targeting to make one such creating Chrome Extension

which will make a request to backend API where it will perform NLP and respond
with a summarized version of a YouTube transcript. . Summarizing transcripts of
such videos automatically allows us to quickly lookout for the important patterns

in the video and helps us to save time and effort to go through the whole content of

the video.
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1. LITERATURE REVIEWS

YouTube is an American free to use online video sharing and social media platform
launched in February 2005. It is currently one of the biggest video platforms where its
users watch more than 1 billion hours of videos every day. Closed captions are the
text derived from the video which are intended for adding more details (such as
dialogues, speech translation, non-speech elements) for the viewer. They are widely

used to understand video without understanding its audio.

We spend a noticeable amount of our weekly time watching YouTube videos, be it for
entertainment, education, or exploring our interests. In most cases, the overall intent is
to obtain some form of information from the video. We were seeking a solution to
increase the efficiency of this "information extraction” process as YouTube's speed
adjustment option is the only relevant tool. Enormous number of video recordings are
being created and shared on the Internet throughout the day. It has become really
difficult to spend time watching such videos which may have a longer duration than
expected and sometimes our efforts may become futile if we couldn't find relevant
information out of it. Summarizing transcripts of such videos automatically allows us
to quickly lookout for the important patterns in the video and helps us to save time and
effort to go through the whole content of the video. Various organizations today, be it
online shopping, private sector organizations, government, tourism, and catering
industry, or any other institute that offers customer services, are all concerned to learn
their customer’s feedback each time their services are utilized. Now, consider that these
companies are Teceiving an enormous amount of feedback and data every single day. It

becomes quite a tedious task for the management to analyze each of these data points



and come up with insights. However, we have reached a point in technological
advancements where technology can help with the tasks and we ourselves do not need
to perform them. One such field that makes this happen is Machine Learning.
Machines have become capable of understanding human language with the help of
NLP or Natural Language Processing. Today, research is being done with the help of
text analytics. One application of text analytics and NLP is Text Summarization. Text
Summarization Python helps in summarizing and shortening the text in the user
feedback. It can be done with the help of an algorithm that can help in reducing the text
bodies while keeping their original meaning intact or by giving insights into their

original text.

This project will give us an opportunity to have hands-on experience with state of the
art NLP technique for abstractive text summarization and implement an interesting
idea suitable for intermediates and a refreshing hobby project for professionals. This
project will allow us to have hands-on experience with state-of-the-art NLP techniques
for abstractive text summarization and implement an interesting idea suitable for
intermediates and a refreshing hobby project for professionals.
REST is a set of architectural constraints, not a protocol or a standard. API developers can
implement REST in a variety of ways. When a client request is made via a RESTful API, it
transfers a representation of the state of the resource to the requester or endpoint. This
information, or representation, is delivered in one of several formats via HTTP: JSON
(Javascript Object Notation), HTML, XLT, Python, PHP, or plain text. JSON is the most
generally popular file format to use because, despite its name, it’s language-agnostic, as well
as readable by both humans and machines.Something else to keep in mind: Headers and
parameters are also important in the HTTP methods of a RESTful API HTTP request, as they
contain important identifier information as to the request's metadata, authorization, uniform

resource identifier (URI), caching, cookies, and more. There are request headers and



response headers, each with their own HTTP connection informétion and status codes.
Representational state transfer (REST) is a software architectural style that was created to
guide the design and development of the architecture for the World Wide Web. REST defines
a set of constraints for how the architecture of an Internet-scale
distributed hypermedia system, such as the Web, should behave. The REST architectural
style emphasises the scalability of interactions between components, uniform interfaces,

independent deployment of components, and the creation of alayered architecture to

facilitate caching components to reduce user-perceived latency, enforce security, and

encapsulate legacy systems.



2. PROBLEM FORMULATION:

Youtube is an online video download, upload, and stream platform which
encounters enormous viewers on daily basis. People often come across long videos
of long length like an hour or so and sometimes it is not feasible for them to watch
the whole video as it is time taking and less efficient for their situation. In that
case we always want if someone could just recite a summary of the video. Here is
exactly what we are doing. Using natural language processing we can summarize

the transcipt of the video. Further producing the summary of the video.



. REQUIRED TOOLS:

Processor: minimum 2.0GHz

RAM: 4 GB

Hard disk: 100 GB

Input device: standard keyboard
Software: visual studio

0OS: windows 7 and above, linux, mac

Languages: Python, Flask, HTML,CSS.



4. COMPLETE WORK PLAN :

YouTube Video Transcript Summarization over Flask:

eive API calls from the client and then

This back-end uses Flask framework to rec
s API can work only on those

respond with the summarized text response. Thi
1 it. The same backend

YouTube videos which have well-formatted closed captions 1
s in simple way

also hosts a web version of the Summarizer to make those API call

and show the output within the webpage.

Pre-requisite Knowledge:

YouTube is an American free to use online video sharing and social media platform -

launched in February 2005. It is currently one of the biggest video platforms where its

users watch more than 1 billion hours of videos every day.

Closed captions are the text derived from the video which are intended for adding

more details (such as dialogues, speech translation, non-speech elements) for the

viewer. They are widely used to understand video without understanding its audio.

Use case Scenario:

YouTube has very large number of videos which has transcripts. Summarization
would be especially helpful in the cases where videos are longer in length and

different parts might have varying importance. In this sense, Summarization of the




video might be useful in saving the viewer’s time. It will help in improving user

productivity since they will focus only on the important text spoken in video.

r sm——
|
. Sends Summary Request : } Asks for subtitles
. Our Back-End Server B o
m 4 ) i (Running on Flask) A
Receives Summary | Receives Subtitles
Client f YouTube

There are four endpoints:

(Root Endpoint): It displays a general purpose introductory webpage and also

provides links to web summarizer and API information.

(Web Summarizer Endpoint): It displays the web version of the summarizer tool
The webpage has input elements and a summarize button. After clicking summarize

the API is called and the response is displayed to the user.



(APL Description Endpoint): The webpage at this endpoint describes basic API

information in case you would like to use it

(API Endpoint): This endpoint is for API purposes only. That is why, the response
type of the GET Request at this endpoint is in JSON format.

Sending request to our API:

The query (or API request) to our backend can be made using following three

variables only. They are:

« id: Video ID of the YouTube Video. Each video has its own unique ID in its URL.
For example, 9No-FiEInLA is the Video ID in https://www.youtube
com/watch?v=9No-FiEInLA.

. choice : Algorithm Choice for the summarizing the Transcript. There are only six
accepted values in this variable.
These choices are written along with algorithm names as follows:

o gensim-sum: Text Rank Algorithm Based using Gensim

o spacy-sum : Frequency Based Approach using Spacy.

o nltk-sum : Frequency Based Summarization using NLTK.

o sumy-lsa-sum: Latent Semantic Analysis Based using Sumy.
o sumy-luhn-sun: Luhn Algorithm Based using Sumy.

o Sumy-text—rank—sum : Text Rank Algorithm Based using Sumy



Receiving request from our API

Once you send a successful AP request, our server will take that request and process 1t.
After successful processing, the server will send back the relevant response to the made

request. The response sent is always in the JSON Format

|

1) Open a YouTube Video and |
! g;:k on Summarize in i | 2)Request Transcript for a l
Chrome extension to createa | | given Youtube Video ld |
HTTP request to the back-end. | | !
| i
J

1
|
i
|
|
{
|
|

1

|

4) Perform Transcript \i
Summarizarion and retum |
it as a HTTP Response |

5) Display the summarized

transcript on the extension.

|
3) Retum Transcript for a \fldeoi
Idasa HTTP response |

{

| |
| |

)



IMPLEMENTATION:

So far the code for app has been written and is yet to be debugged.
We have used libraries like

Numpy

Flask

Panda

Etc

The code is in DOM format:
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